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ABSTRACT

This research analyses Pure-pursuit algorithm parameters for nonholonomic mobile robot navigation in unstructured and constrained space. The simulation-based experiment is limited to the mobile robot arrangement. The Look Ahead Distance parameter is adjusted so the mobile robot can navigate the predefined map closely following the waypoints. The optimal Look Ahead Distance value is combined with the VFH+ algorithm for obstacle avoidance. The method is enhanced by adding the $\lambda$ weight so the robot returns to its waypoints after avoiding an obstacle. The investigation reveals that $\lambda$ influences the mobile robot’s capacity to return to its predetermined waypoints after avoiding an obstacle. Based on the simulation experiment, the optimal LAD value is 0.2m, and the optimal $\lambda$ value is 0.8.

Keywords: Mobile robot navigation, obstacle detection, path following, VFH+ algorithm

INTRODUCTION

Typical mobile robot navigation starts with the mobile robot taking input from sensors from the surroundings. From these data, the mobile robot can localise itself and generate a feasible path to navigate itself. The navigation path could be planned based on a predefined global path or from a local
planner. Based on the generated path information, the mobile robot will send signals to the microcontroller to move the robot.

Path-following is defined as a vehicle following a globally determined geometric path using steering motions to direct it along that path (Snider, 2009). Several path-following methods for ground vehicles have been adapted to mobile robots. However, a simpler yet effective mobile robot path-following method would be the geometric path-following method. One of the most used path-following methods would be the pure pursuit algorithm (Pure-pursuit).

The Pure-pursuit was initially used for missiles to pursue its target (hence the name). The method was then translated to the application for a ground vehicle by Coulter (1992), and in recent years the application expanded to nonholonomic mobile robot and autonomous vehicle applications (Ahn et al., 2021; Girbés et al., 2011; Huang et al., 2020; Li et al., 2019; Qinpeng et al., 2019; Shan et al., 2015; Wang et al., 2019; Wang et al., 2017; Yang et al., 2022). Since then, several improvements and modifications of Pure-Pursuit have been undertaken based on specific configurations of their respective mobile robot or autonomous vehicles. Research by Girbés et al. (2011) proposed a multi-level control scheme by considering different dynamics with different sampling frequencies, Shan et al. (2015) replaced circles on traditional Pure-Pursuit with clothoid C curve to reduce fitting error and Wang et al. (2017) who calibrated the heading and steering angle of the vehicle and reduced lateral error when the vehicle was following an ideal path with an improved accuracy by 54.54%.

Both research by Chen et al. (2018) and Li et al. (2019) proposed to include a PI (Proportional Integral) controller to address tracking errors in extreme drive conditions. Chen et al. (2018) also paired the algorithm with a low-pass filter to smooth the final output steering angle. Meanwhile, Li et al. (2019) used PID (Proportional Integral Derivative) to facilitate steering angle calculation when using the Pure-Pursuit approach.

Research by Wang et al. (2019) proposed a dual-stage fuzzy logic controller to adjust the mobile robot speed and Look-ahead distance in Pure-Pursuit to ensure the robustness and stability of the system. On top of that, Ahn et al. (2021) proposed a method of selection of Pure-Pursuit Look-ahead point heuristically based on the relationship between the vehicle and the path. Finally, Yang et al. (2022) proposed an algorithm that deduced the Look-ahead behaviour and scanned the area for the ideal goal point based on the evaluation function. The research objective is to minimise lateral and heading errors to achieve adaptive optimisation of the target location.

**Paper Objective**

This paper aims to determine the optimal value of parameters affecting the trajectory of a differential drive mobile robot (later referred to as a mobile robot) in an unstructured and
confined space. The first parameter to be tuned is the Look-Ahead distance from Pure-Pursuit. The best value is then tested on the pure pursuit controller and integrated with an obstacle avoidance algorithm, Vector Field Histogram (VFH+).

The second parameter, $\lambda$, is introduced to ensure the mobile robot converges into the designated waypoints immediately after avoiding an obstacle. The integration of these two parameters is further tuned, and the best parameter is deduced. The tuning of the parameters is done in simulation and is limited to the mobile robot configuration and inside a pre-set map.

**MOBILE ROBOT NAVIGATION**

**Pure-pursuit Algorithm**

Pure-pursuit is a vehicle tracking algorithm that measures the curvature that drives a vehicle from its current location to a target position. The pure pursuit algorithm geometrically evaluates the curvature that will move the mobile robot to a target point. Figure 1 shows the geometry diagram of a Pure-pursuit adapted from Coulter (1992).

From Figure 1, by assuming the current location of the mobile robot in the global coordinate system is in origin $\left(x_{\text{robot}}, y_{\text{robot}}\right) = (0,0)$, let $l$ be the Look-ahead Distance and $\left(l_x, l_y\right)$ be the current Look-ahead point, whereby $l$ is the hypotenuse of the right-angled triangle (Equation 1). The relationship between the radius of the arc $r$ that joins the current location of the mobile robot $\left(x_{\text{robot}}, y_{\text{robot}}\right)$ with the Look-Ahead Distance point was explained in Equation 2, whereby $d$ is represented by Equation 3.
\[ l_x^2 + l_y^2 = l^2 \]  
\[ d^2 + l_y^2 = r^2 \]  
\[ l_x + d = r \]

By substituting \( d \) from Equation 3 to Equation 2, we can obtain arc radius \( r \) (Equations 4, 5 and 6):

\[
(r - l_x)^2 + l_y^2 = r^2
\]  
\[
r^2 - 2rl_x + l_x^2 + l_y^2 = r^2
\]  
\[
r = l^2 / 2l_x
\]

The \( r \) value determines the actual arc radius the vehicle will follow. The curvature of that radius is its reciprocal value \( \frac{1}{r} \).

Figure 2 shows the Pure-Pursuit. Firstly, the waypoints of the mobile robot are established. The mobile robot will localise itself inside a global map. During every loop, the algorithm iterates to find the current position of the mobile robot, a new look-ahead point, and, consequently, the current arc radius. The algorithm will transform the goal point \((l_x, l_y)\) to the mobile robot coordinate and consequently calculate the steering angle for the mobile robot to steer back into its path.

**Data:** Waypoints  
**Result:** Robot Trajectory  

 Initialization;  
 while distanceToGoal > goalRadius do  
  find current robot position \((x_{\text{robot}}, y_{\text{robot}})\);  
  find path point closest to robot position;  
  find lookahead point \((l_x, l_y)\);  
  transform goal point into robot coordinates;  
  calculate the angular velocity \((\omega)\) to steer back into path;  
  update new robot position;  
  update distanceToGoal;  
  if distanceToGoal \leq goalRadius then  
    end search;  
  else  
    go back to the beginning of loop;  
  end  
end

*Figure 2. Pure-pursuit algorithm*
Look Ahead Distance

There are two major goals when the mobile robot tracks the path: regaining the mobile robot’s position to the designated path and maintaining its position in the path. In the pure pursuit algorithm, one crucial parameter needs to be tuned: Look-ahead Distance (LAD). This parameter affects how far the mobile robot perceives the sets of waypoints. A small LAD is used for the mobile robot to follow the path of the waypoints closely. However, when the LAD is too small, the robot will overshoot the path and oscillate along the desired path. A larger LAD can be chosen for the mobile robot to converge to produce a smoother path gradually, but the robot might have difficulty manoeuvring into a small area due to larger curvatures near the corners.

Vector Field Histogram (VFH+)

Vector Field Histogram (VFH) is an algorithm that calculates a mobile robot’s obstacle-free steering direction (Bolbhat et al., 2020; Diaz & Marin, 2020; Dong et al., 2021; Pappas et al., 2020; Ulrich & Borenstein, 1998; Ulrich & Borenstein, 2000). To identify the location and proximity of obstacles, range sensor readings are used to compute polar density histograms. Unlike VFH, which is very goal-oriented and provides only one solution of steering direction, VFH+ determines a set of possible candidate directions based on all openings in the masked polar histogram. There is another extension of VFH+, which is VFH*, that plans the waypoints based on the A* approach; however, since, in this case, the waypoints were predefined, the former one was used instead. These candidate directions are then subjected to a cost function considering more than just the difference between the candidate and target directions. An opening is considered wide if the difference between its borders is larger than the maximum number of sectors $s_{\text{max}}$. For a narrow opening, there is only one candidate direction, $c_n$, and this can be represented by Equation 7:

$$c_n = \frac{k_r + k_l}{2} \quad [7]$$

There are two candidate directions for a wide opening: either on the left side $c_l$ or on the right side $c_r$. Should the target direction lie between these two candidates, it can also be considered the third candidate $c_t$ (Equation 8).

$$\begin{align*}
    c_r &= k_r + s_{\text{max}} / 2 \\
    c_l &= k_l - s_{\text{max}} / 2 \\
    c_t &= k_t, k_t \in [c_r, c_l]
\end{align*} \quad [8]$$

The cost function for a candidate $g(c)$ can be represented with Equation 9:

$$g(c) = \mu_1 \Delta(c, k_1) + \mu_2 \Delta \left( c, \frac{\theta_n}{\pi} \right) + \mu_3 \Delta(c, k_{d,n-1}) \quad [9]$$
and $\Delta(c_1, c_2)$ is a function that computes the absolute angle difference between two sectors, $c_1$ and $c_2$ (Equation 10):

$$\Delta(c_1, c_2) = \min\{|c_1 - c_2|, |c_1 - c_2 - 360°/\alpha|, |c_1 - c_2 + 360°/\alpha|\}$$  \[10\]

where $\alpha$ is the angular resolution of the histogram, $\theta_n$ is the current orientation, $k_t$ is the target direction divided by $\alpha$ and $k_{d,n-1}$ is the previously selected direction of motion/$\alpha$.

The terms $\mu_1$, $\mu_2$, and $\mu_3$ are accountable for how the mobile robot directs when facing an obstacle. The higher the $\mu_1$, the closer the mobile robot’s steering direction to the goal point. Also, a higher $\mu_2$ value produces an efficient path, while a higher $\mu_3$ value ensures less oscillation in steering movements. The following condition must be satisfied to ensure the steering direction follows the goal direction (Equation 11):

$$\mu_1 > \mu_2 + \mu_3$$  \[11\]

**METHODOLOGY**

**Differential Drive Mobile Robot Kinematics**

The simulation was coded using MATLAB software. To simulate a simplified vehicle model of a differential-drive mobile robot, a `differentialDriveKinematics` object (Figure 3) creates a differential-drive vehicle model. The model approximates a vehicle with a single fixed axle and wheels separated by a specified track width. For differential drive, the wheels were controlled independently. The speed and heading are defined from the axle centre. The vehicle state is defined as $[x_{\text{robot}}, y_{\text{robot}}, \theta_{\text{robot}}]$, the global coordinate inside a map measured in metres, whereas the heading was measured in radians.

**Simulation Experiment**

Table 1 shows the Mobile Robot Hardware configurations. These parameters were input into the algorithm to simulate the behaviour of the differential drive robot.

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mobile robot radius</td>
<td>0.2 m</td>
</tr>
<tr>
<td>Track width</td>
<td>0.3 m</td>
</tr>
<tr>
<td>Minimum turning radius</td>
<td>0.15 m</td>
</tr>
<tr>
<td>Maximum angular velocity, $v$</td>
<td>1.82 rad/s</td>
</tr>
<tr>
<td>Maximum translational velocity, $v$</td>
<td>0.26 m/s</td>
</tr>
<tr>
<td>Range sensor angle range</td>
<td>0-360°</td>
</tr>
<tr>
<td>Range sensor max range</td>
<td>1.5 m</td>
</tr>
</tbody>
</table>
**Test Environment.** Figure 4 shows the occupancy map of the test environment. The selected environment layout is unstructured, with non-symmetrical occupied space and a narrow pathway.

**Path Following.** Table 2 shows pure pursuit algorithm parameters set constant in the experiment. The maximum angular velocity $\omega$ is capped at 1 rad/s, and a set of waypoints were defined. These points were set to pass through wide and narrow gaps on the map. It should be noted that the initial waypoints did not intersect with any of the occupied spaces. Table 3 shows the simulation parameters to be tested to observe the effect of LAD and translational velocity, $v$, on the trajectory of the mobile robot. Since the simulated hardware’s maximum translational velocity, $v$ is 0.26m/s, the test parameters are capped at a translational velocity, $v$, of 0.2m/s.

<table>
<thead>
<tr>
<th>Look Ahead Distance (LAD)</th>
<th>Translational Velocity, $v$ (m/s)</th>
<th>LAD (m)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>0.2</td>
<td>0.2</td>
</tr>
<tr>
<td></td>
<td>0.4</td>
<td>0.4</td>
</tr>
<tr>
<td></td>
<td>0.6</td>
<td>0.6</td>
</tr>
<tr>
<td></td>
<td>0.8</td>
<td>0.8</td>
</tr>
<tr>
<td></td>
<td>1.0</td>
<td>1.0</td>
</tr>
<tr>
<td></td>
<td>2.0</td>
<td>2.0</td>
</tr>
</tbody>
</table>

**Obstacle Avoidance.** Table 4 shows the selected parameters for the VFH+ algorithm. Safety Distance is the parameter to ensure safe navigation of the mobile robot. The obstacle-free space calculation considers the mobile robot’s radius with an added Safety Distance value. Histogram Threshold was used to compute binary histograms from the polar obstacle density. Any values higher than the upper threshold are considered occupied (1), whereas values smaller than the lower threshold are considered free space (0). Values between the threshold limit are set to follow the previous binary histogram with the initial value of free space (0).
The third parameter, Distance Limit, was set to consider only meaningful readings from the range sensor. The lower limit prevents false positive readings, while obstacles beyond the upper limit are ignored to accelerate computation. The consequent parameters $\mu_1$, $\mu_2$, and $\mu_3$ values were taken from Ulrich and Borenstein (1998, 2000), and the $\alpha$ value is based on the property of the range sensor.

**Heuristic Function.** A heuristic function is proposed to ensure the robot returns to its designated waypoints after avoiding obstacles (Equation 12). The angular velocity $\omega$ will consider the magnitude of the calculated angular velocity from pure pursuit algorithm $\omega_{path}$ and the calculated angular velocity from VFH+. A weight parameter $\lambda$ is introduced to prevent the mobile robot from steering too far from the waypoints, specifically waypoints with sharp turns. Table 5 shows the selection values of $\lambda$ to be tested.

$$\omega = \begin{cases} 
\lambda \cdot \omega_{path} - \omega_{VFH}, & \text{if } \omega_{path} < 0 \\
\lambda \cdot \omega_{path} + \omega_{VFH}, & \text{if } \omega_{path} > 0 \\
\omega_{VFH}, & \text{if } \omega_{path} = 0
\end{cases}$$

**RESULTS AND DISCUSSION**

**Path Following**

Figures 5 and 6 show plots of the trajectory of different LADs, where the translational velocity is fixed at 0.1 m/s and 0.2 m/s, respectively. In this simulation, mobile robot movement is based solely on waypoints, and the range sensor is disabled. From the plot, it could be observed that as the LAD value increases, the mobile robot will have a larger curvature. At LAD = 2.0 m, the curvature is too large that it collides with occupied space. While the larger LAD produces a smoother transition, the robot does not closely follow the designated waypoints. It could also be observed in Figure 7 that due to an increase in velocity, at LAD = 0.2 m, there is slight oscillation when the mobile robot turns at sharp corners. Based on these two plots, it could be concluded that the best LAD parameter for
the mobile robot configuration would be at 0.2 m for the velocity of 0.1 m/s and 0.4 m for 0.2 m/s (refer to marked points in Figures 5 and 6). Of the two, the best overall path following trajectory parameters is at a translational velocity of 0.1m/s and LAD 0.2 m. It is due to its ability to follow the waypoints at a sharp corner closely.

Figure 5. Plot of waypoints vs trajectory of different LAD (velocity = 0.1 m/s)

Figure 6. Plot of waypoints vs trajectory of different LAD (velocity = 0.2 m/s)
Path Following with Obstacle Avoidance

Figure 8 shows an obstacle placed inside the map. It overlaps with the positioning of the waypoints. In this simulation, the range sensor is enabled. When the mobile robot senses an obstacle, the VFH+ algorithm will calculate the Masked Polar Histogram and compute an obstacle-free steering direction (Figure 9). It should be noted that the forward direction of the mobile robot is considered $0^\circ$. Moreover, the positive angle is measured counterclockwise. In this case, the computed steering direction is $334^\circ$.

Figures 10 and 11 show the trajectory of the mobile robot using Pure-pursuit and VFH+. It could be seen that the $\lambda$ parameter affects the mobile robot’s ability to return to its designated waypoints after avoiding an obstacle. By implementing a low value of $\lambda=0.5$, the mobile robot curved too far away from the waypoints and could not complete its navigation. At $\lambda = 0.6$, although initially, it was able to avoid the obstacle and return to the designated waypoints, it also failed to complete its navigation. Similar results were obtained by implementing high values of $\lambda = 0.9$ and $\lambda = 1.0$. In both cases, the mobile robot could not steer far from the obstacle, causing a collision. The mobile robot could complete the navigation at $\lambda = 0.7$ and $\lambda =$
0.8. Based on the simulation data, the best value of $\lambda$ is 0.8, as the mobile robot managed to avoid the obstacle and safely return to its designated waypoints. The trajectory of $\lambda = 0.8$ is also relatively smoother compared to $\lambda = 0.7$.

**Figure 9.** VFH+ histogram

**Figure 10.** Plot of trajectory using Pure-pursuit and VFH+

**Figure 11.** Plot of trajectory using Pure-pursuit and VFH+ (zoomed)

### CONCLUSION

In conclusion, Pure-pursuit is an effective geometric path-following algorithm. The simulation shows that by tuning the value of LAD, the mobile robot can navigate closely to its waypoints inside an unstructured and confined space. By integrating the VFH+ algorithm as an obstacle avoidance method and introducing a weight parameter $\lambda$, the mobile robot can avoid an obstacle and return to its designated waypoints.

PREPRINT
FUTURE WORKS
As for future works, the author plans to expand the work by applying the navigation concepts to industrial hardware and drones (Ibrahim et al., 2017). The work can also be significantly improved using metaheuristic optimisation, as proposed by Wang et al. (2020).
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